Homework 4: Authentication, Denial of Service

This homework is due Thursday, April 6 at 10 p.m. You will have a budget of five late days (24-hour periods) over the course of the semester that you can use to turn assignments in late without penalty and without needing to ask for an extension. You may use a maximum of two late days per assignment. Once your late days are used up, extensions will only be granted in extraordinary circumstances.

We encourage you to discuss the problems and your general approach with other students in the class. However, the answers you turn in must be your own original work, and you must adhere to the Code of Academic Integrity. Solutions should be submitted electronically via Canvas with the template at the end of this document.

Concisely answer the following questions. (Limit yourself to at most 80 words per subquestion.)

1. **Client puzzles.** Denial-of-service (DoS) attacks attempt to overwhelm a server with a huge volume of requests. Researchers have proposed a defense against DoS attacks called client puzzles: For each request, the server sends the client a freshly generated random challenge \( r \) and a difficulty parameter \( n \), and the client has to produce a solution \( s \) such that \( \text{HMAC}_r(s) \) ends in \( n \) zero bits. Clients must present a valid solution to receive service.

   (a) What is the expected number of HMAC computations for the client to compute the solution? How many hash computations does it take for the server to check the solution?

   (b) Suppose a “unit of work” is equivalent to the difficulty of computing one HMAC. If an attacker enjoys an amplification factor of 64 (i.e., the attacker can cause the server to do 64 units of work by expending one unit of work), what should \( n \) be to negate this advantage using client puzzles?

   (c) Some denial-of-service attacks employ a large number of malicious clients to overwhelm the server. Briefly, how can the system adjust the puzzles to ensure that legitimate clients receive service during such attacks without requiring them to do excessive work solving puzzles when the system is not under attack? Hint: think about the scenario in terms of supply and demand.

2. **Password cracking.** Professor Heninger would like to implement a new system for reporting grades from your midterms. She has put you in charge of its design. Since you’re well aware of the risks of adversaries backed with lots of computational power, you are considering what would happen if an attacker stole your database of usernames and passwords. You
have already implemented a basic defense: instead of storing the plaintext passwords, you store their SHA-256 hashes.

Your threat model assumes that the attacker can carry out 4 million SHA-256 hashes per second. His goal is to recover as many plaintext passwords as possible from the information in the stolen database.

Valid passwords for your site may contain only characters a–z, A–Z, and 0–9, and are exactly 8 characters long. For the purposes of this homework, assume that each user selects a random password.

(a) Given the hash of a single password, how many hours would it take for the attacker to crack a single password by brute force, on average?

(b) How large a botnet would he need to crack individual hashes at an average rate of one per hour, assuming each bot can compute 4 million hashes per second?

Based on your answer to part (a), the attacker would probably want to adopt more sophisticated techniques. You consider whether he could compute the SHA-256 hash of every valid password and create a table of \((\text{hash}, \text{password})\) pairs sorted by hash. With this table, he would be able to take a hash and find the corresponding password very quickly.

(c) How many bytes would the table occupy?

It appears that the attacker probably won’t have enough disk space to store the exhaustive table from part (b). You consider another possibility: he could use a **rainbow table**, a space-efficient data structure for storing precomputed hash values.

A rainbow table is computed with respect to a specific set of \(N\) passwords and a hash function \(H\) (in this case, SHA-256). We construct a table by computing \(m\) **chains**, each of fixed length \(k\) and representing \(k\) passwords and their hashes. Table 1 shows a simple rainbow table with \(m = 3\) chains (columns): \(c_1, c_2, c_3\). Each chain stores \(k = 3\) passwords (rows): \(p_0, p_1, p_2\) (rows).

Chains are constructed using a family of **reduction functions** \(R_1, R_2, \ldots, R_{k-1}\) that deterministically map each hash value to one of the \(N\) possible passwords. Each \(R_i\) should be a different pseudorandom function. Each chain begins with a different password \(p_0\). To extend the chain...
by one step, we compute $h_i := H(p_{i-1})$ then apply the $i$th reduction function to arrive at the next password, $p_i = R_i(h_i)$. Thus, a chain of length 3 starting with the password `hax0r123` would consist of $(`hax0r123`, $R_1(H(`hax0r123`)), R_2(H(R_1(H(`hax0r123`)))) )$.

The table is constructed in such a way that only the first and last passwords in each chain need to be stored: the last password (or endpoint) is sufficient to recognize whether a hash value is likely to be part of the chain, and the first password is sufficient to reconstruct the rest of the chain. When long chains are used, this arrangement saves an enormous amount of space at the cost of some additional computation. In Table 1, we only need to store $p_0$ and $p_2$ in each chain.

After building the table, we can use it to quickly find a password $p_*$ that hashes to a particular value $h_*$. First we apply $R_{k-1}$ to $h_*$ and compare it to the endpoints in the table. If this value is present as an endpoint, we can reconstruct the chain from the corresponding starting point and obtain the original value. If this value is not present as an endpoint, we move backward one step in the chain and check whether $R_{k-1}(H(R_{k-2}(h_*)))$ is an endpoint of any chain. In our example rainbow table in Table 1, we only need to compute $R_2(h_*)$, $R_2(H(R_1(h_*)))$ and check if these values match with any endpoints of the table. In general, the number of hash operations we need to perform is $k(k - 1)/2$.

If we find a matching endpoint, we proceed to the second step, reconstructing this chain based on its initial value. This chain is very likely to contain a password that hashes to $h_*$, though collisions in the reduction functions cause occasional false positives.

(d) For simplicity, make the optimistic assumption that the attacker’s rainbow table contains no collisions and each valid password is represented exactly once. Assuming each password occupies 8 bytes, give an equation for the number of bytes in the table in terms of the chain length $k$ and the size of the password set $N$.

(e) If $k = 5000$, how many bytes will the attacker’s table occupy to represent the same passwords as in (c)?

(f) Roughly how long would it take to construct the table if the attacker can add 2 million chain elements per second?

(g) Compare these size and time estimates to your results from (a), (b), and (c).

You consider making the following change to the site: instead of storing SHA-256(password) it will store SHA-256(server_secret||password), where server_secret is a randomly generated 32-bit secret stored on the server. (The same secret is used for all passwords.)

(h) How does this design partially defend against rainbow table attacks?

(i) Briefly, how could you adjust the design to provide even stronger protection?

3. **Distributed denial-of-service.** A popular attack tool among novice hackers recently has been the Low Orbit Ion Cannon (LOIC), which features a user-friendly GUI as well as an option to voluntarily add yourself to a botnet controlled via an IRC channel. We do not recommend installing or using LOIC!
(a) LOIC is a fairly simple program. The source file at https://github.com/NewEraCracker/LOIC/blob/master/src/HTTPFlooder.cs contains the primary attack mechanism. Briefly, how does this mechanism work?

(b) The LOIC command and control system (“Hive Mind mode”) is also fairly simple. It is described in the README section at https://github.com/NewEraCracker/LOIC. Briefly, how does this mechanism work?

(c) Other than client puzzles, what are some things a website could do to defend itself against a LOIC Hive Mind attack? If the attack involves thousands of bots, how can the server distinguish them from legitimate clients?

(d) Briefly, what was Operation Payback?

(e) Who are the Paypal 14? What were they charged with when they were indicted?

(f) Briefly, compare and contrast LOIC Hive Mind mode to a typical botnet.

(g) Briefly, compare and contrast LOIC Hive Mind mode to a political protest.
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